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Making the Game of Life Parallel
Serial Version

• Study it
• Run it on your laptop
• Use both dish and dish2 as the array of live cells, and see how they evolve

login to your 352b account

getCopy GameOfLife.java
javac GameOfLife.java
java GameOfLife

Other option:

2-Thread Version

• As a group, discuss the different tissues associated with parallelizing the Game of Life and running it with two threads.

• List all the issues that must be addressed on the whiteboard

• How will you verify the correctness of the parallel version?

• Play-out (human play) the execution of the 2-thread program: two people or two groups play the roles of the two threads.
Group Work!

Could be Usefull...

• **What is a BlockingQueue?**

*BlockingQueue* is a queue which is **thread safe** to insert or retrieve elements from it. Also, it provides a mechanism which blocks requests for inserting new elements when the queue is full or requests for removing elements when the queue is empty, with the additional option to stop waiting when a specific timeout passes. This functionality makes *BlockingQueue* a nice way of implementing the Producer-Consumer pattern, as the producing thread can insert elements until the upper limit of *BlockingQueue* while the consuming thread can retrieve elements until the lower limit is reached and of course with the support of the aforementioned blocking functionality.

https://examples.javacodegeeks.com/core-java/util/concurrent/java-blockingqueue-example/
**Thread safe**: Implementation is guaranteed to be free of race conditions when accessed by multiple threads simultaneously.
Using a BlockingQueue

“A Queue that additionally supports operations that **wait** for the queue to become non-empty when retrieving an element, and **wait** for space to become available in the queue when storing an element”

- BlockingQueue is an *interface* in `java.util.concurrent`
- Need to use an implementation of it:
  - ArrayBlockingQueue
  - DelayQueue
  - LinkedBlockingQueue
  - PriorityBlockingQueue
  - SynchronousQueue

import java.util.concurrent.ArrayBlockingQueue;
import java.util.concurrent.BlockingQueue;

public class UsingQueues {
    public static void main(String[] args) throws InterruptedException {
        BlockingQueue<Integer> toWorkerQ = new ArrayBlockingQueue<Integer>(2);
        BlockingQueue<Integer> fromWorkerQ = new ArrayBlockingQueue<Integer>(2);

        // create a worker and give it the two queues
        DemoThread t = new DemoThread(fromWorkerQ, toWorkerQ);

        // start thread
        t.start();

        // wait 1/2 second
        try {
            Thread.sleep(500);
        } catch (InterruptedException e) {
            e.printStackTrace();
        }

        // send work to worker
        toWorkerQ.put(100);

        // wait for answer back from worker
        int x = fromWorkerQ.take();

        // display the result
        System.out.println("x = " + x);
    }
}
/**
 * DemoThread
 */

class DemoThread extends Thread {
  BlockingQueue<Integer> sendQ;
  BlockingQueue<Integer> receiveQ;

  DemoThread( BlockingQueue<Integer> sendQ,
                BlockingQueue<Integer> receiveQ ) {
    this.sendQ = sendQ;
    this.receiveQ = receiveQ;
  }

  public void run(){
    int x=0;

    // block until there's something in the queue
    try {
      x = receiveQ.take();
    } catch (InterruptedException e) {
      e.printStackTrace();
    }

    // do some computation
    x = x*2;

    // send results back
    try {
      sendQ.put( x );
    } catch (InterruptedException e) {
      e.printStackTrace();
    }
  }
}
Implement the 2-Thread Game of Life in Java

Play out Serial

Play out Parallel